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ROLE BASED MULTICAST MESSAGING
INFRASTRUCTURE

CROSS-REFERENCES TO RELATED
APPLICATIONS

The present application is a non-provisional of and claims
the benefit and priority under 35 U.S.C. §119(e) of U.S.
Provisional Application No. 61/704,930, filed Sep. 24, 2012,
entitled CHASSIS BASED MULTICAST MESSAGING
INFRASTRUCTURE, the entire contents of which are incor-
porated herein by reference for all purposes.

BACKGROUND

The present disclosure relates to networking and more
particularly to techniques for communicating messages
between processing entities on a network device.

A networking device may have multiple processing entities
within the device. Traditionally, the processing entities com-
municate with each other using the messaging schemes sup-
ported by the well-known networking layer protocols. One
such well-known networking layer protocol from the Open
System Interconnection (OSI) networking stack is the Inter-
net Protocol (IP). IP facilitates delivery of packets from the
source to the destination solely based on IP addresses. For this
purpose, IP defines datagram structures that encapsulate the
data to be delivered.

IP based addressing of the processing entities requires
associating each processing entity with an IP address. IP
addressing requires that the specific address of the intended
recipient has to be known but there are situations where either
this address is not known or determining the address requires
extensive processing that adversely impacts the processing of
the system/device. Therefore, IP based communication
between the various processing entities does not allow flex-
ibility in addressing of the processing entities.

BRIEF SUMMARY

Embodiments of the present invention provide techniques
that enable messages to be sent to a processing entity within
a computing device without knowing the IP address of the
processing entity. In certain embodiments, instead of using an
1P address of the processing entity, a message can be com-
municated to the processing entity using information indica-
tive of a role or state or function performed by the processing
entity.

For example, in a network device, a communication infra-
structure is provided that enables messages or packets to be
sent to one or more processing entities within the network
device based upon roles, states, or functions performed by the
one or more processing entities. The communication infra-
structure allows multicasting of packets while ensuring reli-
able delivery of the packets. Further, the communication
infrastructure allows for prioritizing of the packets, allows for
delaying and buffering of the packets, and allows a packet to
be multicast to multiple intended recipients. The communi-
cation infrastructure also provides various congestion control
features including but not limited to providing back pressure
notification.

In certain embodiments, a device may include a first pro-
cessing entity configurable to transmit a packet comprising
destination information, the destination information compris-
ing a destination identifier and role identification informa-
tion, the destination identifier identifying a set of one or more
destinations, the role identification information identifying a
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role, and a second processing entity, wherein the second
processing entity is further configurable to receive the packet,
and determine, based upon the destination information of the
packet, that the second processing entity is an intended recipi-
ent for the packet if the second processing entity is identified
by the destination identifier and the second processing entity
operates in a first role specified by role identification infor-
mation. In one embodiment, the packet may be transmitted
using an Ethernet protocol implemented in a networking
stack executing on the first processing unit.

In one implementation, the packet may be assigned a pri-
ority class from a plurality of priority classes. The packet may
also be delivered in the same order relative to other packets
within the same priority class to the second processing unit
that the packet is transmitted from the first processing unit.

In certain embodiments, the second processing entity may
be further configurable to generate an acknowledgment
packet for transmission to the first processing entity, upon
determining that the second processing entity is the intended
recipient. The first processing entity may be further config-
urable to release resources associated with the packet after
receiving the acknowledgement packet for the packet. Also,
the first processing entity is further configurable to retransmit
the packet upon receiving an error packet or an expiry of a
timer threshold.

In certain embodiments, a device may also include a third
processing entity configurable to operate in a second role,
wherein the third processing entity is further configurable to
receive the packet, and determine, based upon the destination
information of the packet, that the third processing entity is an
intended recipient for the packet if the third processing entity
is identified by the destination identifier and the third process-
ing entity operates in a second role specified by role identifi-
cation information. In one embodiment, the first role is an
active role and the second processing entity is further config-
urable to perform a set of routing-related functions in the
active role, and the second role is a standby role and the third
processing entity is further configurable to not perform the set
of routing-related functions in the standby role.

In certain embodiments, the third processing entity may
also be configurable to switch to the first role from a second
role, wherein the second processing entity is no longer avail-
able to operate in the first role, the third processing entity may
be further configurable to receive the packet, and determine,
based upon the destination information of the packet, that the
third processing entity is an intended recipient for the packet
if the third processing entity is identified by the destination
identifier and the third processing entity operates in the first
role specified by role identification information.

In certain embodiments, the second processing unit may be
further configurable to determine that a memory buffer
assigned for the application for receiving the packet for an
application from the first processing unit is filled beyond a
high threshold, and generate a congestion notification packet
for the first processing unit, in response to determining that
the memory buffer is filled beyond the high threshold. In other
embodiments, the second processing unit may be further
configurable to determine that the memory buffer assigned
for an application for receiving packets from the first process-
ing unit is cleared below a low threshold, and generate a clear
notification packet for the first processing unit, in response to
determining that the memory buffer is cleared below the low
threshold.

The foregoing, together with other features and embodi-
ments, will become more apparent when referring to the
following specification, claims, and accompanying drawings.
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BRIEF DESCRIPTION OF THE DRAWINGS

FIG. 1 is a simplified block diagram of a network device
100 that may incorporate an embodiment of the present
invention;

FIG. 2 is another simplified block diagram of the network
device 100 that may incorporate another embodiment of the
present invention;

FIG. 3 is a simplified block diagram illustrating an exem-
plary packet for performing embodiments of the present
invention;

FIG. 4 is yet another simplified block diagram of the net-
work device that may incorporate embodiments of the present
invention;

FIG. 5 depicts an exemplary OSI network stack for the
networking protocols used in one embodiment of the present
invention;

FIG. 6 illustrates an exemplary addressing scheme for per-
forming embodiments of the invention;

FIG. 7 is a flow diagram, illustrating a method for perform-
ing embodiments of the invention;

FIG. 81is ablock diagram illustrating exemplary techniques
for providing back pressure notification from the receiver of
packets to the sender of the packets;

FIG. 9 is a flow diagram illustrating a method for prioriti-
zation of packets;

FIG. 10 is a flow diagram illustrating an exemplary
embodiment of the invention for sending a packet;

FIG. 11 is a flow diagram, illustrating one implementation
for maintaining resend message queues;

FIG.12A and FIG. 12B illustrate a flow diagram for receiv-
ing fragments of a message according to one or more embodi-
ments of the invention;

FIG. 13 is a flow diagram illustrating one implementation
for receiving messages at the application;

FIG. 14A and FIG. 14B are an exemplary Application
Programming Interface (API) call routine for performing
embodiments of the invention; and

FIG. 15A and FIG. 15B depict simplified block diagrams
of a network device for performing embodiments of the
present invention.

DETAILED DESCRIPTION

In the following description, for the purposes of explana-
tion, specific details are set forth in order to provide a thor-
ough understanding of embodiments of the invention. How-
ever, it will be apparent that the invention may be practiced
without these specific details.

Certain embodiments of the present invention provide
techniques that enable messages to be sent to a processing
entity within a computing device without knowing the IP
address of the processing entity. In certain embodiments,
instead of using an IP address of the processing entity, a
message can be communicated to the processing entity using
information indicative of a role or state or function performed
by the processing entity.

One or more packets may be used to communicate mes-
sages between processing entities. For example, if the size of
the message is 5 KB and the maximum transmission unit for
communicating between the processing entities is 1.5 KB, the
message may be split into 4 packets, with the last packet
containing 0.5 KBs. The packet may be a multicast packet or
amulticast-related packet carrying information from one pro-
cessing entity to another processing entity within the network
device, so that the network device may provide multicasting
functionality.
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For example, in a network device, a communication infra-
structure is provided that enables messages or packets to be
sent to one or more processing entities within the network
device based upon roles, states, or functions performed by the
one or more processing entities. The communication infra-
structure allows multicasting of packets while ensuring reli-
able delivery of the packets. Further, the communication
infrastructure allows for prioritizing of the packets, allows for
delaying and buffering of the packets, and allows a packet to
be multicast to multiple intended recipients. The communi-
cation infrastructure also provides various congestion control
features including but not limited to providing back pressure
notification.

FIG. 1 is a simplified block diagram of a network device
100 that may incorporate an embodiment of the present
invention. Network device 100 may include multiple process-
ing entities. As shown in FIG. 1, an exemplary network device
100 may comprise first processing entity 104, second pro-
cessing entity 108 and third processing entity 112. In one
embodiment, the first processing entity 104 may be physi-
cally coupled to a Circuit Board 102. Other resources may be
available to the first processing entity 104, such as non-vola-
tile (not shown) and volatile memory (not shown) coupled to
the Circuit Board 102. In other implementations, a system-
on-a-chip (SoC) may be used to interconnect components
such as the processing entity with other computing resources,
such as memory, instead of a Circuit Board. Similarly, the
second processing entity 108 may be coupled to Circuit
Board 106 and third processing entity 112 may be coupled to
Circuit Board 110. The first processing entity 104, the second
processing entity 108 and the third processing entity 112 may
be electronically coupled together using bus 114.

Processing entities may include, but are not limited to
physical processing units, logical processing units or virtual
processing entities. In one implementation, processing enti-
ties may include a group of one or more processing units and
control circuits. For instance, a processing entity may be a
management card of a linecard. In another implementation, a
processing entity may be a processing unit, such as an Intel,
AMD, TI processor or ASIC running on a management or
linecard. In yet another implementation, the processing entity
may be a logical processing unit within a physical processing
unit. In yet another implementation, the processing entity
may be a virtual processing unit or a software partitioning
such as a virtual machine, hypervisor, software process or an
application running on a processing unit, such as a processor
but are not limited to physical processing units, logical pro-
cessing units or virtual processing entities.

One or more of the processing entities of network device
100 may operate in one or more roles. For example, in FIG. 1,
second processing entity 108 may be operating in a first role
and third processing entity 112 may be operating in a second
role. In some embodiments, the role that a particular entity
operates in may be based upon the functions that are per-
formed by the processing entity.

Certain embodiments of the present invention enable pack-
ets to be sent to entities based upon the roles of the entities.
For example, first processing entity 104 may desire to trans-
mit a packet to a processing entity operating in a particular
first role (e.g., the first role) but may not know the exact IP or
MAC address of the processing entity that is operating in that
particular role. A communication infrastructure is provided
that enables the packet sent by the first processing entity to be
addressed to an entity operating in a particular role without
needing the IP or MAC address of the entity. The communi-
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cation infrastructure ensures that the packet is reliably com-
municated to the one or more processing entities operating in
the particular role.

For example, first entity 104 may wish to transmit a mes-
sage to a processing entity operating in the second role. Cer-
tain embodiments of the present invention enable first entity
104 to address the message to be sent using the firstrole as an
addressing parameter. The message is then reliably commu-
nicated to all entities operating in the first role. Since the
message is communicated to all entities that may be operating
in the first role, the communication infrastructure acts as a
multicast architecture that enables a message to be multicast
to several possible recipients based upon the roles of the
recipients. Accordingly, the communication infrastructure
provides for multicasting while providing for reliable deliv-
ery of messages.

Accordingly, the role of the recipient is used as part of the
addressing scheme for sending a packet to its intended desti-
nation. FIG. 3 is an exemplary figure illustrating various
fields in a packet according to an embodiment of the present
invention. The placement of the fields may be altered without
altering the scope of the disclosure. As shown in FIG. 3,
packet 300 may comprise a header section 316 and a payload
section 314. Header section 316 comprises information
related to the packet including information indicative of the
destination of the packet. Payload 314, also referred to as the
body or data portion of a packet, stores that actual data or
message that is to be communicated to the destination.

In one implementation, the processing entities may deter-
mine the various roles present in the network device using
presence information. The presence information for the vari-
ous roles of the processing entities and applications in the
network device may be published to the processing entities in
the system. In another embodiment, the sending entity or
application may either learn or request the presence informa-
tion for determining the available roles in the network device.
The presence information allows the sender of the packet to
determine if a role is present or not present in the network
device. This may be advantageous in avoiding relying on
retries for determining if a specific role is available in the
network device and serviced by the processing entities of the
network device. In one example, a processing entity or an
application executing on a processing entity may be notified
that a specific role is available in the system at which point the
processing entity or the application executing on the process-
ing entity may send packets targeted to that role.

At a layer below the MI layer, at the Data Link Layer, the
packet encapsulation may have a protocol class field (not
shown). Protocol class field may store information identify-
ing the name of the protocol being used for communicating
the packet. For example, for packets being communicated
according to the unique protocol disclosed herein, a protocol
class name such as “ETH_P_MI” may be used to signify that
the packet belongs to a Messaging Infrastructure (MI) class
according to teachings of the present invention. Identifying
the messaging protocol allows the processing entities to
appropriately decode the rest of the packet. Ml is a network/
Transport layer protocol described herein for facilitating
transmitting and receiving packets to destinations that are
identified based upon the roles of the destinations.

In the embodiment depicted in FIG. 3, header 316 com-
prises pool identifier field 304, destination identifier field 306,
role identifier field 308, sequence number field 312, and frag-
ment number field 310.

Pool identifier field 304 stores information that associates
the packet with an application. The pool identifier field 304
allows the source processing entity to communicate with the
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application on the destination processing entity. The pool
identifier field 304, in other words, specifies the application
role. Any applications interested in communicating with
applications servicing a specific role can send messages to a
pool name using the pool identifier field 304 in the packet.
Instantiations of the same application running on multiple
processing entities may use a common pool name.

In certain embodiments, destination identifier field 306 and
role identification information field 308 collectively store
information that identified the destination for the packet.
These two fields may thus collectively be referred to as des-
tination information for the packet and may identify one or
more intended destinations or recipients for the packet. Des-
tination identifier field 306 may identify one or more desti-
nation processing entities while role identification informa-
tion field 308 may further indicate that, from the one or more
processing entities identified by the destination identifier field
306, the packetis intended for a processing entity operating in
a specific role specified by role identifier field 308. In one
implementation, the information stored by destination iden-
tifier field 306 may be a bitmap identifying the various pro-
cessing entities in network device 100. Examples of roles may
include, but are not limited to one processing entity operating
in an active role and another processing entity operating in a
standby role.

The active role and the standby role referred to above relate
to the active-standby model that is used by many network
devices to enhance the availability of the network device.
According to the active-standby model, a network device may
comprise two processing units (e.g., two processors, two sets
of'virtual machines, etc.) where one of the processing units is
configured to operate in an “active” mode and the other is
configured to operate in a “passive” (or standby) mode. The
processing unit operating in the active mode (referred to as
the active processing unit) is generally configured to perform
a full set of networking functions while the processing unit
operating in passive mode (referred to as the passive process-
ing unit) is configured to not perform the full set of network-
ing functions or to perform only a small subset of the func-
tions performed by the active unit. Upon an event that causes
the active processing unit to reboot or fail (referred to as a
switchover or failover event), which may occur, for example,
due to an error in the active unit, the passive processing unit
starts to operate in active mode and starts to perform functions
that were being performed by the other processing entity in
active mode. The previous active processing unit may start to
operate in standby mode. Processing entities that are operat-
ing in active mode may thus be operating in the active role and
processing entities operating in the standby mode may thus be
operating in the standby role.

Packet header 316 may have additional fields including
sequence number field 312, fragment number field 310, last
fragment flag field (not shown), acknowledgment and reli-
ability requirements fields (not shown), and other control
information fields that are discussed in more detail below.

Referring back to FIG. 1, first processing entity 104 may
send a packet where destination identifier field 306 of the
packet identifies second processing entity 108 and third pro-
cessing entity 112 and role identification information field
308 of the packet specifies a first role. In one implementation,
both second processing entity 108 and third processing entity
112 receive the packet. However, third processing entity 112
discards the packet since the packet is intended only for the
processing entity operating in the first role, whereas the third
processing entity 112 is operating in the second role. How-
ever, third processing entity 112 discards the packet since the
packetis intended only for a processing entity operating in the
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first role, and third processing entity 112 knows that it is not
operating in the first role but instead operating in the second
role.

In some other embodiments, instead of or in addition to the
role identification information, the packet may also include a
state indicator field that stores information indicating a state
of'the intended destination processing entity. If such a state is
identified, a processing entity has to be in the specified state
(possibly, in addition to the specified role) to accept and
process the packet. For instance, a wakeup packet may be
intended for a processing entity in a power management state
of “deep sleep”. Similarly, a flush cache packet may be
intended for one or more processing entities with a cache state
that is “full” or “close to full”.

In some situations it is possible that, after first processing
entity 104 sends a packet intended for a processing entity
operating in the first role but before the packet is actually
delivered to the intended destination, an event occurs that
causes the roles of the processing entities to be changed. For
example, as shown in FIG. 2, the event may cause second
processing entity 108 and third processing entity 112 to
switch roles such that second processing entity 108 is now
operating in the second role and third processing entity 112 is
now operating in the first role. In such a scenario, when the
packet reaches second processing entity 108 and third pro-
cessing entity 112, second processing entity 108 may discard
the packet since the role criterion specified in the packet is not
satisfied by the second processing entity. Third processing
entity 112 may now accept the packet since it satisfies both the
destination identifier and rile indicator criteria specified by
the packet. Third processing entity 112 may commence addi-
tional processing of the packet. This is to be contrasted with
the situation in FIG. 1 where the same packet with the same
destination identifier and role identification information
would have been accepted by second processing entity 108,
and discarded by third processing entity 112.

In this manner, the addressing scheme according to certain
embodiments of the present invention enables a packet to be
correctly delivered to its correct intended destination (or mul-
tiple destinations) as identified by the destination identifier
and role identification information. The packet is reliably
delivered to the correct destination without the sender (first
processing entity 104) having to resend the packet (e.g., after
a switchover event) or without the sender having to even
know which particular processing entity is in which particular
role.

The switchover of the roles mentioned above between the
processing entities may occur due to a myriad of reasons,
including anticipated or voluntary events and unanticipated
or involuntary events. In one embodiment, the switchover of
roles may occur due to the inability of a processing entity to
continue to operate in the current role. A voluntary or antici-
pated event is typically a voluntary user-initiated event that is
intended to cause the active processing entity to voluntarily
yield control to the standby processing entity. An instance of
such an event is a command received from a network admin-
istrator to perform a switchover. There are various situations
when a network administrator may cause a switchover to
occur on purpose, such as when software on one of the pro-
cessing entities and the associated memories are linecards to
be upgraded to a newer version. As another example, a
switchover may be voluntarily initiated by the system admin-
istrator upon noticing performance degradation on the active
processing entity or upon noticing that software executed by
the active processing entity is malfunctioning. In these cases,
the network administrator may voluntarily issue a command
that causes a switchover, with the expectation that problems
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associated with the current active processing entity will be
remedied when the standby processing entity becomes the
new active processing entity. A command to cause a switcho-
ver may also be initiated as part of scheduled maintenance.
Various interfaces, including a command line interface (CLI),
may be provided for initiating a voluntary switchover.

An involuntary or unanticipated switchover (also some-
times referred to as a failover) may occur due to some critical
failure (e.g., a problem with the software executed by the
active processing entity, failure in the operating system
loaded by the active processing entity, hardware-related
errors on the active processing entity or other router compo-
nent, and the like) in the active processing entity.

For example, the first role may be an active role and the
second role may be a standby role. As depicted in FIG. 1, the
second processing entity 108 may be initially in an active role
and the third processing entity 112 may be in a standby role.
The third processing entity 112 may have synchronized its
state to continue the networking function upon switching of
the roles. For example, in one implementation, the caches of
the third processing entity 112 may be kept up to date or
sufficiently up to date to seamlessly transition from a standby
role to an active role.

If the second processing entity 108 encounters an error,
requires a reboot or a software upgrade, the second process-
ing entity 108 may switch roles with the third processing
entity 112, as shown in FIG. 2. Now the second processing
entity 108 has the standby role and the third processing entity
112 has the active role.

FIG. 4 is another simplified block diagram of a network
device 400 that may incorporate an embodiment of the
present invention. Network device 400 may be a router or
switch that is configured to forward data such as a router or
switch provided by Brocade Communications Systems, Inc.
In one implementation the network device 400 may be con-
figured to perform multicast packet forwarding. The multi-
cast routing services include services and functions related to
facilitating routing of multicast data. In one embodiment,
network device 400 provides non-stop routing capability for
multicast routing even in the event a switchover occurs.

The network device 400 may comprise a plurality of ports
(not shown) for receiving and forwarding data packets and
multiple cards that are configured to perform processing to
facilitate forwarding of the data packets. The multiple cards
may include one or more linecards (412, 414, 416, 418, 420,
and 422 and one or more management cards (402 and 404).
Each card may have one or more processing entities and
various other computing resources, such as volatile and non-
volatile memory. Although referred to as a management card
or linecard, the card may be a System of a Chip (SoC) or a
circuit board. A card, sometimes also referred to as a blade or
module, can be inserted into the chassis of network device
400. This modular design allows for flexible configurations
with different combinations of cards in the various slots ofthe
device according to differing network topologies and switch-
ing requirements. The components of network device 400
depicted in FIG. 4 are meant for illustrative purposes only and
are not intended to limit the scope of the invention in any
manner. Alternative embodiments may have more or less
fewer components than those shown in FIG. 4.

The network device 400 may have linecard slots referred to
as LC slots (406, 408 or 410), in FIG. 4. In one implementa-
tion, a linecard slot may include multiple cards, referred to as
linecards. In another implementation, a linecard slot may
include one card with multiple processing units, operating
and referred to as individually a linecard. For example, refer-
ring to L.C slot 1 (406), 412 may be a first linecard with a first
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processing entity and 414 may be a second linecard with a
second processing entity. In the alternative, LC slot 1 (406)
may represent a single card with multiple processing entities,
such as a first processing entity 412 and a second processing
entity 414.

Network device 400 is configured or configurable to
receive and forward data using ports. Upon receiving a data
packet via an input port, network device 400 is configured to
determine an output port for the packet for transmitting the
data packet from the network device 400 to another neigh-
boring network device or network. Within network device
400, the packet is forwarded from the input port to the deter-
mined output port and transmitted from network device 400
using the output port. In one embodiment, forwarding of
packets from an input port to an output port is performed by
one or more linecards. Linecards represent the data forward-
ing plane of network device 400. Each linecard may comprise
a packet processing entity programmed to perform forward-
ing of data packets from an input port to an output port. A
packet processing entity on a linecard may also be referred to
as a linecard processing entity. Each packet processing entity
may have associated memories to facilitate the packet for-
warding process. Since processing performed by a packet
processing entity needs to be performed at a high packet rate
in a deterministic manner, the packet processing entity is
generally a dedicated hardware device configured to perform
the processing. In one embodiment, the packet processing
entity is a programmable logic device such as a field program-
mable gate array (FPGA). The packet processing entity may
also be an ASIC.

Management card (402 and 404) is configured to perform
management and control functions for network device 400
and thus represents the management plane for network device
400. In one embodiment, management cards (402 and 404)
are communicatively coupled to linecards using bus 424 and
include software and hardware for controlling various opera-
tions performed by the linecards. One or more management
cards may be used, with each management card controlling
one or more linecards.

A management card (402 and 404) may comprise one or
more management processing entities that are configured to
perform functions performed by the management card and
associated memory. Memory may be configured to store vari-
ous programs/code/instructions and data constructs that are
used for processing performed by the processing entity of the
management card (402 and 404). For example, programs/
code/instructions, when executed by the processing entity,
cause the next-hop information to be stored in an optimized
manner in memory. In one embodiment, the processing entity
is a general purpose microprocessor such as a PowerPC, Intel,
AMD, or ARM microprocessor, operating under the control
of software stored in associated memory.

In one embodiment, the functions performed by manage-
ment card (402 and 404) include maintaining a routing table,
creating associations between routes in the routing table and
next-hop information, updating the routing table and associ-
ated next-hop information responsive to changes in the net-
work environment, and other functions. In one embodiment,
a management processing entity on the management card is
configured to program the packet processing entities and
associated memories of linecards based upon the routing
table and associated next-hop information. Programming the
packet processing entities and their associated memories
enables the packet processing entities to perform data packet
forwarding in hardware. As part of programming a linecard
packet processing entity and its associated memories, the
management processing entity is configured to download
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routes and associated next-hops information to the linecard
and program the packet processor and associated memories.
Updates to the next-hop information are also downloaded to
the linecards to enable the packet processors on the linecards
to forward packets using the updated information. Embodi-
ments of the invention enable efficient communication
between the various processing entities within the network
device 400 using a Messaging Infrastructure networking
layer protocol for performing embodiments of the invention
as discussed herein.

In one exemplary configuration of network device 400, the
network device 400 has an active management card 402 and a
standby management card 404. Furthermore, the network
device 400 may have one of more slots. As shown in FIG. 4,
the network device has 3 slots (406, 408 and 410) and each
slot has an active linecard and a standby linecard. For
example, linecard slot 1 (406) has an active linecard 412 and
a standby linecard 414.

During normal operation of the network device 400, one of
the two management cards 402 and 404 operates in active role
while the other management card operates in standby role.
The management card operating in active mode is referred to
as the active management card and is responsible for perform-
ing the control and forwarding functions, including functions
for providing multicast services, for network device 400. The
other management card operates in standby mode and is
referred to as the standby management card and does not
perform the functions performed by the active management
card. The active management card comprises the active man-
agement processing entity and the standby management card
comprises the standby processing entity. In the embodiment
depicted in FIG. 4, management card 402 is the active man-
agement card and management card 404 is the standby man-
agement card. A switchover may, however, cause manage-
ment card 404 to become the active management card and
management card 402 to become the standby management
card.

Similarly, each slot may have an active and a standby
linecard. During normal operation of the network device 400,
one of the two linecards (412 and 414) from the slot 406
operates in active role while the other management card oper-
ates in standby role. The linecard operating in active role is
referred to as the active linecard and is responsible for pro-
viding multicast services, for network device 400. The other
linecard operates in standby mode and is referred to as the
standby linecard and does not perform the functions per-
formed by the active linecard. The active linecard comprises
the active linecard processing entity and the standby linecard
comprises the standby processing entity. In the embodiment
depicted in FIG. 4, for slot 406, linecard 412 is the active
linecard and linecard 414 is the standby linecard; for slot 408,
linecard 416 is the active linecard and linecard 418 is the
standby linecard; and for slot 410, linecard 420 is the active
linecard and linecard 422 is the standby linecard. A switcho-
ver may, however, cause the active linecard to become the
standby linecard and the standby linecard to become the
active linecard.

During normal operations, the active processing entities of
the network device 400 are configurable to manage the hard-
ware resources of network device 400 and perform a set of
networking functions. During this time, the standby process-
ing entities may be passive and may not perform the set of
functions performed by the active processing entities. When a
switchover occurs, the standby processing entities become
the active processing entities and take over management of
hardware resources and performance of the set of functions
related to network device 400 that were previously performed
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by the processing entity that was previously active and, as a
result, the set of functions continues to be performed. The
previous active partition may then become the standby parti-
tion and be ready for a subsequent switchover. For example,
for the embodiment depicted in FIG. 4, for slot 406, a
switchover will cause standby linecard 414 to become the
new active linecard and active linecard 412 to become the new
standby linecard. The set of functions that are performed by
an active processing entity on the active card may differ from
one network device to another. The active-standby model
coupled with techniques described in this application enable
the set of functions including functions to be performed with-
out any interruption and any disruption to the applications
even during or after a switchover. This translates to higher
availability of network device 400.

A switchover may be caused by various different events,
including anticipated or voluntary events and unanticipated
or involuntary events. A voluntary or anticipated event is
typically a voluntary user-initiated event that is intended to
cause the active card to voluntarily yield control to the
standby card. An instance of such an event is a command
received from a network administrator to perform a switcho-
ver. There are various situations when a network administra-
tor may cause a switchover to occur on purpose, such as when
software on the management card and linecard processors is
to be upgraded to a newer version. As another example, a
switchover may be voluntarily initiated by the system admin-
istrator upon noticing performance degradation on the active
card or upon noticing that software executed by the active
card is malfunctioning. In these cases, the network adminis-
trator may voluntarily issue a command that causes a switcho-
ver, with the expectation that problems associated with the
current active card will be remedied when the standby card
becomes the new active card. A command to cause a switcho-
ver may also be initiated as part of scheduled maintenance.
Various interfaces, including a command line interface (CLI),
may be provided for initiating a voluntary switchover.

An involuntary or unanticipated switchover (also some-
times referred to as a failover) may occur due to some critical
failure (e.g., a problem with the software executed by the
active card, failure in the operating system loaded by the
active card, hardware-related errors on the active card or other
router component, and the like) in the active card.

In one embodiment, network device 400 is able to perform
a switchover without interrupting the network services
offered by network device 400. Network device 400 is able to
continue providing network services at line rates while per-
forming a switchover without experiencing any packet loss
after or due to a switchover. Accordingly, network device 400
is able to perform switchovers without impacting the for-
warding of multicast packets during or as a result of the
switchover.

In one embodiment, the standby card also maintains mul-
ticast information and the multicast information is periodi-
cally synchronized with the multicast information main-
tained by the active MP. Various synchronization techniques
are used to synchronize the multicast information maintained
by the standby card with multicast information maintained by
the active card. In one embodiment, the messages may be sent
to both the active and standby cards so that the standby card
may also update the information. In another embodiment, the
active and standby processing entities may exchange multi-
cast information to synchronize the multicast information.

The network device 400 of FIG. 4 illustrates a distributed
software model wherein each (active and standby) card on the
network device 400 has a processing entity executing its own
operating system, and networking and application stack to
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perform collective routing tasks for the network device. The
processing entities may communicate with each other over
the bus 424. In one embodiment, the processing entities com-
municate with each other using networking protocols. FIG. 5
depicts an exemplary OSI network stack for the networking
protocols used in embodiments of the invention. Each card
shown in FIG. 4 depicts the network layer (NL) (428, 434,
etc.) and the data link layer (DLL) (430, 436, etc.) of the OSI
network stack executing on the card. However, the processing
entities on the cards may execute any number of the protocol
layers from the OSI network stack, as depicted in FIG. 5, for
communicating with each other.

Certain embodiments of the invention may implement a
novel Network layer and transport layer protocol, referred to
as Messaging Infrastructure (MI) 516 in this disclosure, and
depicted in FIG. 5, for optimized communication amongst the
various processing entities within the network device 400. In
one implementation, MI may use the Ethernet backbone as
the Data Link Layer for communicating amongst processing
entities.

FIG. 5 illustrates an OS] network stack that may be used in
embodiment of the invention. A network device may have
multiple processing entities within the device. In a distributed
software model, each processing entity may execute one or
more applications running on an operating system and net-
work system. The network system may comprise a network
stack, such as the OSI network stack 500, shown in FIG. 5.
The OSI network stack 500 may comprise the physical layer
514, the data link layer 512, the network layer (510 and 516),
the transport layer (508 and 516), the session layer 506, the
presentation layer 504 and the application layer 502.

Out of these layers from the OSI network stack, the net-
work layer provides the functional and procedural means of
transferring variable length data sequences from a source to a
destination, while maintaining the quality of service. One
well-known network layer protocol from the OSI network
stack is the Internet Protocol (IP). IP facilitates delivery of
packets from the source to the destination solely based on IP
addresses. For this purpose, IP defines datagram structures
that encapsulate the data to be delivered. IP based addressing
of the processing units requires associating each processing
entity with an [P address. Therefore, IP based communication
between the various processing entities does not allow flex-
ibility in addressing the processing entities based on the role
or state of the processing entity. For example, a networking
device may have a processing entity in an active role and a
processing entity in a standby role. IP based addressing does
not facilitate communication between the two entities using
the role or state of the device. For instance, an application
executing on the first processing entity that needs to commu-
nicate with a second processing entity in an active role must
first discover the current role of the one or more processing
entities before communicating with the active processing
entity.

Furthermore, if the role of the second processing entity
changes while the first processing entity is communicating
with the processing entity, the application executing on the
first processing entity needs to account for the change in the
role of the second processing entity. Discovering and keeping
track of the roles of the various processing entities in the
network device complicates the application programming
interface, increases the overhead and introduces errors into
the system.

Embodiments of the invention describe an alternate imple-
mentation of the Network layer protocol and transport layer
protocol, referred to as Messaging Infrastructure (MI) in this
disclosure. As shown in FIG. 5, in one implementation, MI
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may co-exist with other Network layer protocols, such as IP.
As discussed in FIG. 1, FIG. 2, and FIG. 4, an instantiation of
MI executing on any of the processing entities may be con-
figurable to retain hardware awareness. Hardware awareness
may refer to the awareness of the role the processing entity is
currently in. For instance, referring back to FIG. 1, an instan-
tiation of M1 executing on second processing entity 108 may
be aware that the second processing entity 180 is operating in
a first role and an instantiation of MI executing on the third
processing entity 112 may be aware that the third processing
entity 112 is operating in a second role. Similarly, now refer-
ring back to FIG. 4, on slot 406, an instantiation of MI execut-
ing on linecard 412 may be aware that its own role is the active
linecard with the active processing entity, and an instantiation
of'the M1 executing on the linecard 414 may be aware that its
own role is the standby linecard with the standby processing
entity. MI protocol may also include mechanisms for reliable
delivery of packets, prioritizing packets, delaying and buft-
ering packets and providing back pressure notification for
congestion control. These techniques are discussed in more
details in the figures below.

FIG. 6 illustrates an exemplary scheme for performing
embodiments of the invention, such as specifying the desti-
nation for a packet. FIG. 6 shows a subset of fields described
in FIG. 3 and is specific to a particular implementation, such
as the implementation shown in FIG. 4. FIG. 6 is shown for
illustration purposes and may not be construed to limit the
scope of the invention.

The LC slot role field 606 comprises slot bit information to
identify the LC slot number in the network device 400 that the
packet is targeted for. However, in an alternative implemen-
tation, the L.C slot bits may also referto a virtual slot. A virtual
slot may be migrated from one physical card or processing
unit to another. In one implementation, each slot on the net-
work device may be represented by a bit in the bitmap, allow-
ing for multiple destinations to be addressed using the same
packet. Other known and novel methods may be used for
selecting the slots on the network device, without departing
from the scope of the invention. As shown in FIG. 6, the
header may also have a MM slot role field 602, for assigning
bits to the management cards in the addressing scheme for
communicating with the management cards and their associ-
ated processing entities. In FIG. 4, in one example, as shown
in block 438, the slot bits of the address may be set to “101”,
wherein the first bit is set to *“1,” the second bit is set to “0,”
and the third bit is set to “1” by the processing entity at
management card 402. If Slot 1 is bit 0, Slot 2 is bit 1 and Slot
3 is bit 2 in the slot bits field information of the slot bits field
606, then setting the slot bits to 101 may select Slot 1 and Slot
3.

The role identification information field 608 may include
role identification information for additionally specifying the
role of the intended destination processing entity. In FIG. 4,
the management and linecards are either in active or standby
role. As shown in block 438 of FIG. 4, the management card
402 may generate a packet with the active (A) bit set in the
addressing scheme intended for the active linecard on the slot.
In one embodiment, the management card may send a mes-
sage to an active linecard for forwarding outside the network
device 400. For example, the packet arriving at the active
linecard may be sent out an egress port of the linecard. An MI
message can be routed to an outbound IP flow if a mapping is
configured at the linecard. In one additional aspect, the MI
message may be routed to another chassis.

In one implementation, the management card 402 may use
presence information in determining the roles available in the
network device. The presence information for the various

20

25

30

35

40

45

50

14

roles of the processing entities and applications in the net-
work device may be published to the various processing enti-
ties in the system. In another embodiment, the sending entity
or application may either learn or request the presence infor-
mation for determining the available roles in the network
device. The presence information allows the sender of the
packet to determine if a role is present or not present in the
network device. This may be advantageous in avoiding rely-
ing on retries for determining if a specific role is available in
the network device and serviced by the processing entities of
the network device. In one example, a processing entity or an
application executing on a processing entity may be notified
that a specific role is available in the system at which point the
processing entity or the application executing on the process-
ing entity may send packets targeted to that role.

The pool name field 604 includes pool name information
for identifying a pool associated with an application running
on one or more processing entities. The processing entities
may be configured to execute instantiations of one or more
applications. An application running on the source processing
entity may communicate with an application running on a
destination processing entity by associating a packet to a pool
name specified in the pool name field 604. In FIG. 4, the
source application executing on the processing entity of the
management card may interact with the processing entity on
the linecards using Pool A (426, 432).

The pool name field 604, in other words, may specify the
application role. Any applications interested in communicat-
ing with applications servicing a specific role can send mes-
sages to a pool name using the pool identifier field 604 in the
packet. In one implementation, a well-known list may be
published to all processing entities, so that the processing
entities may communicate with applications across different
processing entities.

Therefore, in FIG. 4, the packet transmitted from manage-
ment card 402 with the pool name information in the pool
name field 604 set to Pool A, the slot bits information in the
slot bits field 606 set to “101” and the role identification
information in the role identification information field 608 set
to Active for linecards are destined for applications associated
with Pool A, communicating through the MI protocol on the
active linecards 412 and 420. If for any reason, the active
linecard and the standby linecard switch on any of the slots,
the packet is automatically routed to the right linecard without
any disruption. In the unlikely event that the packet is lost in
transmission, and if it is a packet that requires an acknowl-
edgment, the sender may automatically resend the packet in
response to not receiving an acknowledgment for the packet.
The retransmission protocol is further discussed in more
detail in FIG. 10 and FIG. 11.

FIG. 7 is a flow diagram illustrating a method according to
one or more illustrative aspects of the disclosure. According
to one or more aspects, any and/or all of the methods and/or
method steps described herein may be implemented by com-
ponents of the network device 100 described in FIG. 1. In
other implementations, the method may be performed by
components of the network device described in FIG. 4, FIGS.
15A and 15B. In one embodiment, one or more of the method
steps described below with respect to FIG. 7 are implemented
by one or more processing entities of the network device.
Additionally or alternatively, any and/or all of the methods
and/or method steps described herein may be implemented in
computer-readable instructions, such as computer-readable
instructions stored on a computer-readable medium such as
the memory, storage or another computer readable medium.

At Step 702, a sender may generate a packet and specify
destination information for the packet identifying one or
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more intended destinations or recipients for the packet.
According to an embodiment of the present invention, the
specifying of the destination information includes specifying
a destination identifier 306, specifying role identification
information 308 and specifying a pool name 304 (application
role).

In one implementation, presence information for the vari-
ous roles of the processing entities and applications in the
network device may be published to the various processing
entities in the system. In another embodiment, the sending
entity or application may either learn or request the presence
information for determining the available roles in the network
device. The presence information allows the sender of the
packet to determine if a role is present or not present in the
network device. This may be advantageous in avoiding rely-
ing on retries for determining if a specific role is available in
the network device and serviced by the processing entities of
the network device. In one example, a processing entity or an
application executing on a processing entity may be notified
that a specific role is available in the system at which point the
processing entity or the application executing on the process-
ing entity may send packets targeted to that role.

At Step 704, the sender may transmit the packet from the
sender to one or more receivers. One of the receivers may be
operating in a first role.

At Step 706, one or more receivers may receive the packet.
At Step 708, one of the one or more receivers may determine
that they are the intended recipient based on the destination
identifier from the packet and that a first role identification
information from the packet is set to the first role. In one
implementation, the one or more receivers may generate an
acknowledgment packet for transmission to the sender, upon
determining that the receiving entity is the intended recipient.
In response, the sender may unblock the resources, such as
memory buffer after receiving the acknowledgement packet
for the packet. Furthermore, in one implementation, the
sender may resend the packet to the second processing entity
upon receiving an error packet or an expiry of a timer thresh-
old.

In one implementation, one of the receivers may operate in
a second role and receive the packet. The receiver may deter-
mine that the receiving entity is also the intended recipient
based on the destination identifier from the packet and that a
second role identification information from the packet is set to
the second role. In one exemplary scenario, two receivers may
switch roles, wherein one of the receivers is no longer avail-
able to operate in a particular role.

For example, for the embodiment depicted in FIG. 4, the
sender is the active management card 402. The receiver in the
first role may be the linecard 412 in an active role. And the
receiver in the second role may be the linecard 414 in the
standby role.

It should be appreciated that the specific steps illustrated in
FIG. 7 provide a particular method of switching between
modes of operation, according to an embodiment of the
present invention. Other sequences of steps may also be per-
formed accordingly in alternative embodiments. For
example, alternative embodiments of the present invention
may perform the steps outlined above in a different order. To
illustrate, a user may choose to change from the third mode of
operation to the first mode of operation, the fourth mode to the
second mode, or any combination therebetween. Moreover,
the individual steps illustrated in FIG. 7 may include multiple
sub-steps that may be performed in various sequences as
appropriate to the individual step. Furthermore, additional
steps may be added or removed depending on the particular
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applications. One of ordinary skill in the art would recognize
and appreciate many variations, modifications, and alterna-
tives of the process.

FIG. 8is ablock diagram illustrating exemplary techniques
for providing back pressure notification for congestion con-
trol from the receiver of packets to the sender of the packets.
In FIG. 8, blocks 802 and 804 may be cards with processing
entities performing embodiments of the invention. Block 804
may represent a management card or a linecard of FIG. 4,
acting as a sender of packets and block 802 may represent a
management card or a linecard, acting as a receiver of pack-
ets. The processing entities at blocks 804 and 802 may be
running instantiations of the same application (810 and 808
respectively). The receiver 802, executing an instantiation of
MI, may also maintain a receiving queue with a high water
(HW) mark and a low water (LW) mark. As the sender con-
tinues to send packets, the receiving queue starts filling up.
The application 808 running at the receiver 802 consumes the
messages and releases the messages from the receive queue
806. However, in some instances, the application 808 may not
be able to consume messages at the same rate at which they
may arrive at the receiver 802. In such instances, the receiving
queue 806 may start filling up. If the receiving queue fills
beyond the high water mark, an instantiation of MI running at
receiver 802 may send a congestion notification to the sender
804.

In response to receiving the congestion notification, an
instantiation of the MI at the sender 804 may log an error for
the high water (HW) mark 812 and notify the application 810
that a congestion situation is in progress at the receiver 802.
The application 810 may respond to the notification by slow-
ing down or stopping its packet transmission to the receiver
802 for the application associated with Pool A on the receiver
802. As the congestion clears out and the application 808
consumes the messages from the receiving queue 806 at the
receiver 802, the receiving queue 806 may start emptying out.
When the receiving queue 806 is below the low water mark,
the receiver may send out a clear notification to the sender
804, indicating that the sender 804 may resume sending pack-
ets (ata faster pace). The low water (LW) mark bit 814 may be
set at the receiver. In response, the application 810 at the
sender may restart or fasten the transmission of packets. This
congestion management by back pressure notifications may
be advantageous in making efficient use of the bandwidth
without filling the transmission channel with packets that
cannot be accepted by the receiving entity.

FIG. 9 is a flow diagram illustrating a method for prioriti-
zation of messages. According to one or more aspects, any
and/or all of the methods and/or method steps described
herein may be implemented by components of the network
device 100 described in FIG. 1. In other implementations, the
method may be performed by components of the network
device described in FIG. 4, FIG. 15A and FIG. 15B. In one
embodiment, one or more of the method steps described
below with respect to FIG. 9 are implemented by one or more
processing entities of the network device. Additionally or
alternatively, any and/or all of the methods and/or method
steps described herein may be implemented in computer-
readable instructions, such as computer-readable instructions
stored on a computer-readable medium such as the memory,
storage or another computer readable medium.

The MI protocol, described herein for performing embodi-
ments of the invention, may also allow for multiple priority
levels for messages. In one implementation, eight different
priority levels may be allowed. At Step 902, the message is
assigned to a priority class by the sender. A message may be
assigned to a priority class based on the type of data and the
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application the data belongs to. For instance, real-time mes-
sages supporting video or voice may require higher priority
and lower reliability. Reliability for a message may be main-
tained by using acknowledgment responses (ACKs) proto-
cols for messages sent. Messages requiring ACKs may be
more reliable since the messages are retransmitted by the
sender if the message ACK is not received. Video and voice
messages may not be able to tolerate delays, but can tolerate
an appreciable level of packet loss.

At Step 904, the message is transmitted in order within the
same priority class. For example, in-order transmission of a
message, at a given priority class may mean that packets
transmitted by different applications using the same priority
may be transmitted on a first-come-first serve basis. For
instance, a first or oldest packet at a given priority queue is
transmitted first and the second or second oldest packet is
transmitted second. In some implementations, instantiation
of MI executing on the processing entities may maintain a
send message queue for each priority. When a time slot for
transmitting is available, the oldest message in the highest
priority queues may be transmitted. In one implementation,
the queues may be implemented using first-in first-out tech-
niques.

MI protocol, as described herein for performing embodi-
ments of the invention, may implement further optimizations
for buffering a message before transmitting the message. In
one implementation, a request for a delayed send may be
specified in the send message API call, as shown in FIG. 14B.
Messages are stored temporarily in a memory buffer of a
predetermined size, until the buffer is either full, a timer for
flushing the buffer expires or an explicit command for flush-
ing the buffer such as a delayed flush request is received. This
may be advantageous in reducing congestion on the commu-
nication plane between the processing entities and sending
messages as burst transactions.

FIG. 10 is a flow diagram illustrating an exemplary
embodiment of the invention for sending a packet. According
to one or more aspects, any and/or all of the methods and/or
method steps described herein may be implemented by com-
ponents of the network device 100 described in FIG. 1. In
other implementations, the method may be performed by
components of the network device described in FIG. 4, FIG.
15A and FIG. 15B. In one embodiment, one or more of the
method steps described below with respect to FIG. 10 are
implemented by one or more processing entities of the net-
work device. Additionally or alternatively, any and/or all of
the methods and/or method steps described herein may be
implemented in computer-readable instructions, such as
computer-readable instructions stored on a computer-read-
able medium such as the memory, storage or another com-
puter readable medium.

At Step 1002, an application executing at one of the pro-
cessing entities may initiate a request to send a message. In
one implementation, the request is made using an application
programming interface (API). Prior to making the request to
send the message, if a socket for communication for the
application does not already exist, the application may first
open a socket for sending the message. F1G. 14 A illustrates an
exemplary API for opening a socket. At the time of opening a
socket, the socket may be associated with a pool name. The
pool name is used by MI to differentiate between multiple
sockets. Opening a socket may be accomplished using creat-
ing and binding network socket operations provided by the
operating system and well-known in the art. Additional
parameters may be specified while opening a socket that are
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then associated with the pool name, such as acknowledgment
requirements for transmitted messages associated with the
pool name.

Once a socket is opened, the application may make the
request to send a message using the “send message” request.
FIG. 14B illustrates an exemplary API for sending a message
using embodiments of the invention. The send message
request may include the pool name associated with the send
request, the destination information identifying the destina-
tion, a pointer to the payload and any additional parameters.

At Step 1004, the embodiments of the invention may frag-
ment the message into multiple fragments based on the maxi-
mum transmission unit (MTU). For example, if the size of the
message is 5 KB and the MTU is 1.5 KB, the message may be
split into 4 packets, with the last packet containing only 0.5
KBs. At Step 1006, as shown in FIG. 3, each packet is
assigned a sequence number 312 and fragment number 310.
The sequence number 312 identifies the message for purposes
of flow control, acknowledgements and in-order delivery. For
example, in an acknowledgement protocol, the receiver may
send back an acknowledgement message for the received
message, by associating the acknowledgement message to the
received message using the sequence number 312 from the
received message. The fragment number 310 may be used by
the receiver to reassemble the messages in the order they were
fragmented into packets. In addition, the last fragment of a
message may also have the “end fragment” flag set to indicate
to the receiver that the message is the last fragment in the
series of fragments for the message. The fragment of the
message may be encapsulated with additional header infor-
mation, as shown in FIG. 3, to generate a packet for transmis-
sion.

At Step 1008, components of the invention, such as one of
the processing entities, may transmit the message to one or
more destination processing entities. In one implementation
the message is sent over an Ethernet backplane.

At Step 1010, if the message is associated with a pool that
does not require an acknowledgement (as indicated in Step
1002), the send message routine is completed. However, if the
message is associated with a pool that requires an acknowl-
edgment for the transmitted message, at Step 1012, the mes-
sage is saved in a resend queue until an acknowledgement is
received. At Step 1014, embodiments of the invention may
perform the resend state machine to query any messages in
the priority queues that may need to be retransmitted. FIG. 11
further elaborates Steps 1012 and 1014.

FIG. 11 is a flow diagram, illustrating one implementation
for maintaining resend message queues. According to one or
more aspects, any and/or all of the methods and/or method
steps described herein may be implemented by components
of the network device 100 described in FIG. 1. In other
implementations, the method may be performed by compo-
nents of the network device described in F1G. 4, FIG. 15A and
FIG. 15B. In one embodiment, one or more of the method
steps described below with respect to FIG. 11 are imple-
mented by one or more processing entities of the network
device. Additionally or alternatively, any and/or all of the
methods and/or method steps described herein may be imple-
mented in computer-readable instructions, such as computer-
readable instructions stored on a computer-readable medium
such as the memory, storage or another computer readable
medium.

Messages are saved in the message queues when an ACK
message is expected for a message by the sending entity from
the receiving entity. In one implementation, as shown in FI1G.
14A, the ACK requirement for the messages associated with
apool name may be specified at the time of opening a socket.
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In one implementation, several priority levels may be sup-
ported for transmitting and receiving messages, as described
in FIG. 9. Messages eligible for transmission from the higher
priority queues may be transmitted prior to transmission of
messages from lower priority queues. A separate message
queue may be maintained for each priority level. The mes-
sages within each message queue may also be prioritized
based on a number of factors, including time of last transmis-
sion.

At Step 1102, the sending entity selects a message with the
highest priority from the message queues. At Step 1104, the
sending entity checks if the message is eligible for resending.
Eligibility for resending a message may be based on a number
of factors, such as age of the message, number of times the
message has been resent and ACK status of the message for
each destination for the message. [f the message is eligible for
resending, at Step 1108, the timestamp for the message is
updated and the message is resent to the destination (Step
1110). In one implementation, the message is resent using the
flow described in FIG. 10.

After resending the message, the sending entity checks if
all the messages in the queues have been traversed (Step
1118). If all the messages have not been traversed, then at
Step 1122, the sending entity selects the next highest priority
message and repeats the process of checking the eligibility of
the message at Step 1104. On the other hand, if all messages
in the priority resend queues have been traversed, the resend
state machine may go into sleep or wait for the next wake up
event (Step 1120). In one implementation a wake up event
may be a new message that is queued.

If the message is not eligible for resending, then, at Step
1106, the sending entity may check if the message is already
ACKed or Stale. At Step 1112, the message may be released
if it is ACKed for all the destinations the message is marked/
destined for. For instance, if the queued message was destined
for three different destinations, the message queue may moni-
tor ACK from all three destinations before releasing the mes-
sage. At Step 1118, once the message is released, the sending
entity may check if any additional messages need to be tra-
versed.

On the other hand, if the message is stale, the message may
be released (Step 1114) and an error may be reported (Step
1116). A message in the message queue may be considered
stale if the message has been sent to the destination without a
successful ACK for a predetermined number of times. The
error message may be used in determining remedial steps by
the application. At Step 1118, once the message is released
and the error is reported, the sending entity may check if any
additional messages need to be traversed.

FIG.12A and FIG. 12B illustrate a flow diagram for receiv-
ing fragments of a message according to one or more embodi-
ments of the invention. According to one or more aspects, any
and/or all of the methods and/or method steps described
herein may be implemented by components of the network
device 100 described in FIG. 1. In other implementations, the
method may be performed by components of the network
device described in FIG. 4, FIG. 15A and FIG. 15B. In one
embodiment, one or more of the method steps described
below with respect to FIG. 12A and FIG. 12B are imple-
mented by one or more processing entities of the network
device. Additionally or alternatively, any and/or all of the
methods and/or method steps described herein may be imple-
mented in computer-readable instructions, such as computer-
readable instructions stored on a computer-readable medium
such as the memory, storage or another computer readable
medium.
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At Step 1202, the processing entity at the receiving end
receives a packet. The packet may comprise a complete mes-
sage or may be a fragment of the full message. At Step 1204,
the receiver may compare the destination information that
may include the destination identifier (ID) 306 and the role
identification information 308 against the destination infor-
mation of the receiver. If the destination information does not
match, the processing entity at the receiver may drop/discard
the packet (Step 1206).

In an exemplary embodiment, two linecards may be asso-
ciated with a single slot. The first linecard may operate in an
active role, whereas the second linecard may operate in a
standby mode. The destination identifier may correspond to
the slot number so the destination identifier for both linecards
may match the destination identifier in a received packet for
either of the linecards. The role identification information
may additionally indicate whether the packet is for the pro-
cessing entity in the active role or the processing entity in the
standby role. If the role identification information also
matches the current role of the processing entity, the packet
for the message is accepted and further processed. Otherwise,
the packet may be dropped or discarded.

At Step 1208, the receiver determines if the packet is a
control packet or a data packet. Control packets may include
a complete message and the processing entity at the receiver
may not expect any more fragments associated with the mes-
sage. A control packet may be an ACK message or a Thresh-
old notification. If the packet is an ACK message, then at
1210, the receiver may update the message queues, using the
sequence number from the ACK message. At Step 1212, ifthe
message in the message queue receives ACKs from all the
destinations that the message was delivered to, then the
resend state machine, from FIG. 11, may be invoked. At Step
1214, if the control message is a Threshold message the
message is delivered to the application. If the Threshold mes-
sage is a High Threshold or Congestion notification message
the application may slow down or stop sending new messages
until the application receives Low Threshold or clear notifi-
cation messages indicating that the congestion has at least
partially been resolved.

Ifthe packet is a data packet, then at Step 1216, the message
is reassembled using the received packet. The sequence num-
ber 312 and the fragment number 310 may be used in reas-
sembling the message. The sequence number 312 identifies
the message that the packet belongs to and the fragment
number 310 helps determine the sequence in which the frag-
ment may be assembled together. The last fragment in the
sequence of fragments may have a flag indicating that it is the
last fragment of the plurality of fragments to reassemble the
message associated with the sequence number. At Step 1218,
the receiver may determine based on the fragment flag if the
packet was the last fragment of the plurality of fragments and
if the message is complete. If the message is not complete,
then at Step 1220, the routine will return until the next frag-
ment in the sequence arrives. If the message is complete, then
at Step 1222, the receiver finds the pool associated with the
application, using the pool name from the packet header. At
Step 1224, if the pool is not found, then the receiver sends a
negative acknowledgment (or NACK) to the sender (Step
1226). If the pool is found, the receiver checks if the threshold
for the receiving queue is exceeded, at Step 1228, and sends
a High Threshold message or a Congestion notification mes-
sage to the sender to either slow or stop sending more mes-
sages until resources are freed up (Step 1230). At Step 1232,
the receiver checks if the pool queue is full. If the pool queue
is full, at Step 1234, the message is dropped or discarded. If
the queue is not full, the message is delivered to the applica-
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tion through the pool queue at Step 1236. At 1238, the
receiver responds to the sender with an ACK message if the
sender expects an ACK response. In one implementation, the
expectation of an ACK response may be included in the
packet or message header.

It should be appreciated that the specific steps illustrated in
FIG. 12A and FIG. 12B provide a particular method of
switching between modes of operation, according to an
embodiment of the present invention. Other sequences of
steps may also be performed accordingly in alternative
embodiments. For example, alternative embodiments of the
present invention may perform the steps outlined above in a
different order. To illustrate, a user may choose to change
from the third mode of operation to the first mode of opera-
tion, the fourth mode to the second mode, or any combination
therebetween. Moreover, the individual steps illustrated in
FIG. 12A and FIG. 12B may include multiple sub-steps that
may be performed in various sequences as appropriate to the
individual step. Furthermore, additional steps may be added
or removed depending on the particular applications. One of
ordinary skill in the art would recognize and appreciate many
variations, modifications, and alternatives of the process.

FIG. 13 is a flow diagram illustrating one implementation
for receiving messages at the application. According to one or
more aspects, any and/or all of the methods and/or method
steps described herein may be implemented by components
of the network device 100 described in FIG. 1. In other
implementations, the method may be performed by compo-
nents of the network device described in FIG. 4, F1G. 15A and
FIG. 15B. In one embodiment, one or more of the method
steps described below with respect to FIG. 13 is implemented
by one or more processing entities of the network device.
Additionally or alternatively, any and/or all of the methods
and/or method steps described herein may be implemented in
computer-readable instructions, such as computer-readable
instructions stored on a computer-readable medium such as
the memory, storage or another computer readable medium.

At Step 1302, the application executing on the processing
entity may invoke the Read Message API. At Step 1304, the
Read Message APl may deliver the message with the highest
priority to the application. If the read is a blocking read, the
Read Message call may not return until the message is
received or the Read Message API times out. If it is deter-
mined, at Step 1306 that the pool buffer has a High Threshold
set and has crossed below the Low Threshold, a Clear Noti-
fication Message (or Low Threshold message) may be sent to
the sender (Step 1308).

FIG. 14A and FIG. 14B are an exemplary Application
Programming Interface (API) call routine for performing
embodiments of the invention. Prior to making the request to
send the message, if a socket for communication for the
application does not already exist, the application may first
open a socket for sending the message. F1G. 14 A illustrates an
open socket API call. The API may take as parameters, the
pool_name and open_parameters and may return the mi_s-
ocket for sending messages. The pool_name is used by MI to
differentiate between multiple sockets. The open_parameters
may include, but are not limited to ACKed and Delayed send
timeout and buffer size. Setting the ACKed parameter may
require the sending entity to queue the message associated
with the pool, until an ACK is received from the receiving
entity of the message. FIG. 11 discusses the resend protocol
that manages the resend message queues. The delayed send
timeout and buffer size may manage buffering of data asso-
ciated with the pool. For instance, messages may be buffered
until either the buffer size is reached or the timer times out
according to the timeout value set in the parameters. Opening
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a socket may generally refer to creating an association
between the application, file descriptor for the socket and a
name tag for the socket. Opening a socket may be accom-
plished using creating and binding network socket operations
well-known in the art.

Once a socket is opened, the application may make the
request to send a message using the “send message” request.
FIG. 14B illustrates an exemplary API for sending a message
using embodiments of the invention. The send message
request may include the pool name associated with the send
request, the destination information identifying the destina-
tion, a pointer to the payload and any additional parameters.
The additional parameters may include priority of the mes-
sage within the priority queues. For instance, a real-time
application use of a message, such as a voice or video mes-
sage may be sent with higher priority than data for an FTP
transfer of data. The delayed send parameter may indicate
that the message may be delayed and sent with other mes-
sages using the delay buffer. The delayed flush parameter may
explicitly flush out all the contents of the delay buffer.

FIG. 15A depicts a simplified block diagram of a network
device 1500A that may be configured to perform embodi-
ments of the present invention. The Network device 1500A
illustrates only one management card and linecard for illus-
trating purposes, but may be extended to provide multiple
management cards and linecards as shown in FIGS. 1, 2, and
4. Network device 1500A may be a router or switch that is
configured to forward data such as a router or switch provided
by Brocade Communications Systems, Inc. In the embodi-
ment depicted in FIG. 15A, network device 1500A comprises
a plurality of ports 1502 for receiving and forwarding data
packets and multiple cards that are configured to perform
processing to facilitate forwarding of the data packets. The
multiple cards may include one or more linecards 1504 and
one or more management cards 1506. A card, sometimes also
referred to as a blade or module, can be inserted into the
chassis of network device 1500 A. This modular design allows
for flexible configurations with different combinations of
cards in the various slots of the device according to differing
network topologies and switching requirements. The compo-
nents of network device 1500A depicted in FIG. 15A are
meant for illustrative purposes only and are not intended to
limit the scope of the invention in any manner. Alternative
embodiments may have more or fewer components than those
shown in FIG. 15A.

Ports 1502 represent the I/O plane for network device
1500A. Network device 1500A is configured to receive and
forward data using ports 1502. A port within ports 1502 may
be classified as an input port or an output port depending upon
whether network device 1500A receives or transmits a data
packet using the port. A port over which a data packet is
received by network device 1500A is referred to as an input
port. A port used for communicating or forwarding a data
packet from network device 1500A is referred to as an output
port. A particular port may function both as an input port and
an output port. A port may be connected by a link or interface
to a neighboring network device or network. Ports 1502 may
be capable of receiving and/or transmitting different types of
data traffic at different speeds including 1 Gigabit/sec, 10
Gigabits/sec, or more. In some embodiments, multiple ports
of network device 1500A may be logically grouped into one
or more trunks.

Upon receiving a data packet via an input port, network
device 1500A is configured to determine an output port for
the packet for transmitting the data packet from the network
device to another neighboring network device or network.
Within network device 1500A, the packet is forwarded from
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the input network device to the determined output port and
transmitted from network device 1500A using the output
port. In one embodiment, forwarding of packets from an input
port to an output port is performed by one or more linecards
1504. Linecards 1504 represent the data forwarding plane of
network device 1500A. Each linecard 1504 may comprise
one or more packet processing entities 1508 that are pro-
grammed to perform forwarding of data packets from an input
portto an output port. A packet processing entity on a linecard
may also be referred to as a line processing entity. Each packet
processing entity 1508 may have associated memories to
facilitate the packet forwarding process. In one embodiment,
as depicted in FIG. 15A, each packet processing entity 1508
may have an associated content addressable memory (CAM)
1510 and a RAM 1512 for storing forwarding parameters
(RAM 1512 may accordingly also be referred to as a param-
eter RAM or PRAM). In one embodiment, for a packet
received via an input port, the packet is provided to a packet
processing entity 1508 of a linecard 1504 coupled to the input
port. The packet processing entity receiving the packet is
configured to determine an output port of network device
1500A to which the packet is to be forwarded based upon
information extracted from the packet. The extracted infor-
mation may include, for example, the header of the received
packet. Inone embodiment, a packet processing entity 1508 is
configured to perform a lookup in its associated CAM 1510
using the extracted information. A matching CAM entry then
provides a pointer to a location in the associated PRAM 1512
that stores information identifying how the packet is to be
forwarded within network device 1500A. Packet processing
entity 1508 then facilitates forwarding of the packet from the
input port to the determined output port.

Since processing performed by a packet processing entity
1508 needs to be performed at a high packet rate in a deter-
ministic manner, packet processing entity 1508 is generally a
dedicated hardware device configured to perform the process-
ing. In one embodiment, packet processing entity 1508 is a
programmable logic device such as a field programmable gate
array (FPGA). Packet processing entity 1508 may also be an
ASIC.

Management card 1506 is configured to perform manage-
ment and control functions for network device 1500A and
thus represents the management plane for network device
1500A. In one embodiment, management card 1506 is com-
municatively coupled to linecards 1504 and includes software
and hardware for controlling various operations performed
by the linecards. In one embodiment, a single management
card 1506 may be used for all the linecards 1504 in network
device 1500A. In alternative embodiments, more than one
management card may be used, with each management card
controlling one or more linecards.

A management card 1506 may comprise a processing
entity 1514 (also referred to as a management processing
entity) that is configured to perform functions performed by
management card 1506 and associated memory 1516. As
depicted in FIG. 15A, the routing table 1518 and associated
next-hop and RI information may be stored in memory 1516.
The next-hop and RI information may be stored and used in
an optimized manner as described above. Memory 1516 is
also configured to store various programs/code/instructions
1522 and data constructs that are used for processing per-
formed by processing entity 1514 of management card 1506.
For example, programs/code/instructions, which when
executed by processing entity 1514 cause the next-hop infor-
mation to be stored in an optimized manner may be stored in
memory 1516. In one embodiment, processing entity 1514 is
a general purpose microprocessor such as a PowerPC, Intel,
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AMD, or ARM microprocessor, operating under the control
of software 1522 stored in associated memory 1516.

In one embodiment, the functions performed by manage-
ment card processing entity 1514 include maintaining a rout-
ing table, creating associations between routes in the routing
table and next-hop information, updating the routing table
and associated next-hop information responsive to changes in
the network environment, and other functions. In one
embodiment, management processing entity 1514 is config-
ured to program the packet processing entities and associated
memories of linecards 1504 based upon the routing table and
associated next-hop information. Programming the packet
processing entities and their associated memories enables the
packet processing entities to perform data packet forwarding
in hardware. As part of programming a linecard packet pro-
cessing entity and its associated memories, management pro-
cessing entity 1514 is configured to download routes and
associated next-hops information to the linecard and program
the packet processing entity and associated memories.
Updates to the next-hop information are also downloaded to
the linecards to enable the packet processing entities on the
linecards to forward packets using the updated information.

FIG. 15B depicts another example of a network device
1500B that may incorporate an embodiment of the present
invention. Network device 1500B is similar to network device
1500A depicted in FIG. 15A and described above except that
linecard 1504 additionally comprises a processing entity
1530 and associated memory 1532. Processing entity 1530
may be a CPU similar to management processing entity 1514.
In this embodiment, linecard memory 1532 may store routing
table 1534 and associated next-hop information 1536. Pro-
cessing entity 1530 uses the routing and next-hop information
stored in memory 1532 to program the packet processing
entities and their associated memories on the linecard. In one
embodiment, routing table 1534 and associated next-hop
information 1536 is kept synchronized with routing table
1518 and next-hop information 1520 stored by management
card 1506. Management card 1506 is configured to download
the routing and associated next-hop information stored in its
memory 1516 to a linecard 1504. The routing and next-hop
information downloaded to a linecard 1504 from the manage-
ment card is then stored in memory 1532 of the linecard and
used to program packet processing entities 1508 and their
associated memories. When changes are made to the routing
table and associated next-hop information stored in manage-
ment card 1506, the changes are downloaded to the linecard
so that the routing and next-hop information stored in
memory 1532 of the linecard can be updated to reflect the
changes.

As described above, for both network device embodiments
depicted in FIGS. 15A and 15B, routing table and associated
next-hop information is downloaded from a management
card to a linecard. In the embodiment depicted in FIG. 15A
the information may be downloaded as part of the manage-
ment processing entity programming the packet processing
entities and associated memories on the linecard. For the
embodiment depicted in FIG. 15B, the information may be
downloaded and stored in memory 1532 on the linecard.
Processor 1530 on the linecard may then use the stored infor-
mation to program the packet processing entities and their
associated memories. In one embodiment, the whole routing
table and associated next-hop information is downloaded to
the linecard from the management card. The use of sharable
next-hops and sharable Rls, as described above, makes the
process of updating the linecards fast and efficient. In the past,
downloading routing table and associated next-hop informa-
tion to a linecard from the management processing entity
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involved downloading to the linecard information identifying
each of the routes in the routing table and, for each route,
next-hop information for the route.

Although specific embodiments of the invention have been
described, various modifications, alterations, alternative con-
structions, and equivalents are also encompassed within the
scope of the invention. Embodiments of the present invention
are not restricted to operation within certain specific data
processing environments, but are free to operate within a
plurality of data processing environments. Additionally,
although embodiments of the present invention have been
described using a particular series of transactions and steps,
these are not intended to limit the scope of inventive embodi-
ments.

Further, while embodiments of the present invention have
been described using a particular combination of hardware
and software, it should be recognized that other combinations
of hardware and software are also within the scope of the
present invention. Embodiments of the present invention may
be implemented only in hardware, or only in software, or
using combinations thereof.

The specification and drawings are, accordingly, to be
regarded in an illustrative rather than a restrictive sense. It
will, however, be evident that additions, subtractions, dele-
tions, and other modifications and changes may be made
thereunto without departing from the broader spirit and scope
of the invention.

What is claimed is:
1. A network device comprising:
a plurality of ports for receiving and forwarding data traf-
fic;
a first processing entity and a second processing entity
configurable to process the data traffic for forwarding;
the first processing entity further configurable to transmit a
packet comprising destination information, the destina-
tion information comprising a destination identifier and
role identification information, the destination identifier
identifying a set of one or more destinations, the role
identification information identifying a role;
the second processing entity further configurable to:
receive the packet;
determine, based upon the destination information of the
packet, that the second processing entity is an
intended recipient for the packet if the second pro-
cessing entity is identified by the destination identifier
and the second processing entity operates in a first
role specified by role identification information; and
transmit an acknowledgment packet to the first process-
ing entity, upon determining that the second process-
ing entity is the intended recipient; and
the first processing entity further configurable to release
resources associated with the packet after receiving the
acknowledgement packet for the packet.
2. The network device of claim 1, further comprising
a third processing entity configurable to:
receive the packet; and
determine, based upon the destination information of the
packet, that the third processing entity is an intended
recipient for the packet if the third processing entity is
identified by the destination identifier and the third
processing entity operates in a second role specified
by role identification information.
3. The network device of claim 2, wherein
the first role is an active role and the second processing
entity is further configurable to perform a set of routing-
related functions in the active role; and
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the second role is a standby role and the third processing
entity is further configurable to not perform the func-
tions of the active role in the standby role.

4. The network device of claim 1, wherein the first process-
ing entity is further configurable to retransmit the packet upon
receiving an error packet or an expiry of a timer threshold.

5. The network device of claim 1, further comprising

a third processing entity configurable to switch to the first

role from a second role, wherein the second processing

entity is no longer available to operate in the first role,

the third processing entity further configurable to:

receive the packet; and

determine, based upon the destination information ofthe
packet, that the third processing entity is an intended
recipient for the packet if the third processing entity is
identified by the destination identifier and the third
processing entity operates in the first role specified by
the role identification information.

6. The network device of claim 1, wherein the packet is
transmitted using an Ethernet protocol implemented in a net-
working stack executing on the first processing entity.

7. The network device of claim 1, wherein the packet is
assigned a priority class from a plurality of priority classes.

8. The network device of claim 7, wherein the packet is
delivered in the same order relative to other packets within the
same priority class to the second processing entity that the
packet is transmitted from the first processing entity.

9. The network device of claim 1, wherein the second
processing entity is further configurable to:

determine that a memory buffer assigned for the applica-

tion for receiving the packet from the first processing
entity is filled beyond a high threshold; and

generate a congestion notification packet for the first pro-

cessing entity, in response to determining that the
memory buffer is filled beyond the high threshold.

10. The network device of claim 1, wherein the second
processing entity is further configurable to:

determine that a memory buffer assigned for an application

for receiving packets from the first processing entity is
cleared below a low threshold; and

generate a clear notification packet for the first processing

entity, in response to determining that the memory
buffer is cleared below the low threshold.

11. A method comprising:

generating, using a first processing entity, a packet com-

prising destination information, the destination informa-
tion comprising a destination identifier and role identi-
fication information, the destination identifier
identifying a set of one or more destinations, the role
identification information identifying a role;

transmitting the packet from the first processing entity to a

second processing entity;

determining, at the second processing entity, based upon

the destination information of the packet, that the second
processing entity is an intended recipient for the packet
if the second processing entity is identified by the des-
tination identifier and the second processing entity oper-
ates in a first role specified by the role identification
information;

transmitting, by the second processing entity, an acknowl-

edgment packet to the first processing entity, upon deter-
mining that the second processing entity is the intended
recipient; and

releasing resources associated with the packet, by the first

processing entity, after receiving the acknowledgement
packet for the packet.
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12. The method of claim 11, further comprising:

receiving, at a third processing entity, the packet; and

determining, by the third processing entity, based upon the

destination information of the packet, that the third pro-
cessing entity is an intended recipient for the packet if >
the third processing entity is identified by the destination
identifier and the third processing entity operates in a
second role specified by the role identification informa-
tion.

13. The method of claim 12, wherein the first role is an
active role, wherein the second processing entity performs the
set of routing-related functions in the active role, and the
second role is a standby role, wherein the third processing
entity does not perform the functions of the active role in the
standby role.

14. The method of claim 11 further comprises retransmit-
ting the packet, by the first processing entity, upon receiving
an error packet or an expiry of a timer threshold.
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15. The method of claim 11, further comprising:
switching a third processing entity to operate in the first
role from a second role, wherein the second processing
entity is no longer available to operate in the first role;
receiving, at the third processing entity, the packet; and
determining, at the third processing entity, based upon the
destination information of the packet, that the third pro-
cessing entity is an intended recipient for the packet if
the third processing entity is identified by the destination
identifier and the third processing entity operates in the
first role specified by the role identification information.
16. The method of claim 11, wherein the packet is assigned
apriority class from a plurality of priority classes and wherein
the packet is delivered, in the same order relative to other
packets within the same priority class, to the second process-
ing entity, that the packet is transmitted from the first process-
ing entity.



